Ray tracing of spheres and capsules by calculus calculations

By Christopher Settles

# Introduction

My honors project this semester in Math223, Calculus with Analytical Geometry III, was to write a computer program that could draw a 3 dimensional world of predefined shapes (Spheres and capsules) by virtue of defining certain pixels on a screen and using calculus to decide if a certain shape gets draw or not on the screen. The program also allows the user to move forward and back, effectively zooming in and out on various shapes. This type of program is typically referred to as a game engine, as this is the basis to how video game graphics are rendered.

# C++ program – Drawing pixels at specific places

The computer allows the user to create a world of 3D objects, currently just consisting of spheres and capsules. The computer calculates the number of pixels it has to work with vertically and horizontally, and iterates through every pixel, treating each pixel as a ray. For every pixel (ray) the comptuer calls a Collideswith() function on every shape and if the function returns true, the pixel (ray) color changes to be the shape that it collided with.

EX:

for (int j = 0; j < width; j++) {

for (int k = 0; k < height; k++) {

Ray \*myRay = new Ray(Direction(userstartdirection.getx(), j - width / 2, -(k - height/2)), userstartpoint);

for (int i = 0; i < listofshapes.size(); i++) {

if (myRay->Collideswith(listofshapes[i]))

{

Set Pixel(mydc, j, k, listofshapes[i]->getColor());

}

}

}

}

Both Spheres and Capsules are set up as classes and what’s called polymorphic classes that derive from the abstract base class Shape. Shape has two pure virtual functions, bool Collideswith() and COLORREF getColor(). This means that if any new shape were to be programmed, all the programmer would have to do is to figure out how a ray will collide with it and store some color variable in it. Ray is also set up at a class and is defined as a direction (Direction) and a start point (Point). Direction and Point are also classes that are set up.

# Calculus – Collideswith() funciton

Essentially all of the calculus is performed in the collideswith() function. So as was mentioned earlier, every pixel (ray) on the screen does a calculation with every shape (Sphere or capsule) to see if that pixel (ray) collides with that shape. This is where the majority of the calculus lies.

The basic idea for developing the collideswith() algorithm for a sphere is that you want to calculate the minimum distance between the ray and the center point of the sphere. Then, if the minimum distance between the sphere and the ray is less than the radius of the sphere, the ray collides with that sphere and the corresponding pixel lights up. In order to have the computer calculate out that minimum distance for you, one should do the problem on paper but assume all numbers to be some type of variable. For example, instead of using the ray (1 + 2t, 5, 4t) one would have to write out (Ray.startpoint.x + Ray.Direction.x \* t, Ray.startpoint.y + Ray.Direction.y \* t, Ray.startpoint.z + Ray.Direction.z \* t).

To calculate the distance between two objects in 3 dimensions, one could use the distance formula

In our case, we want to calculate the distance between a ray and a point, so

Where ‘t’ is the time variable that allows the ray to move through space.

The next step is to distribute out these terms. The math here gets fairly ugly, so I will skip to the simplification of it.

If we set the entirety of the quantity that’s multiplied by to be instead (a), the entirety of the quantity that’s multiplied by to be instead (b), and the entirety of the quantity that’s multiplied by (not multiplied by t) to be instead (c), then we would get

For minimization purposes, we want to find the value of t that makes the value of d (the distance between the two objects) the lowest. To do this, we can take the derivative of the right side and set it equal to 0 to find the t value where the minimum distance is reached. When taking the derivative, we can ignore the square root sign because all we care about it ensuring that whatever is inside the square root sign is minimized. So

Taking the derivative we get

And solving for t we get

Which is the t value where the distance is minimized. Plugging that t value back into the distance formula, we get

Now since a, b, and c are all numbers that we have calculated previously, all we have to do is check to see if our d value is less than the radius of our sphere, and if it is, the pixel turns to the color of the sphere.
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Figure 1: An example of 3 spheres getting draw in front of you. There all have the same radius, but they get closer to you as they come to the right.

This calculation is done for every pixel on the screen, where the pixels on the far left have a direction vector that points more towards the left and the pixels on the right side of the screen point towards the right. This logic also holds true for up and down pixels.

The capsule collideswith() function works similarly, however instead of just one t variable, you end up with two t variables (think a and b), one for the ray and one for the line segment that the capsule is made out of. As a result, you end up minimizing the distance function with both a and b, by taking the partial derivatives of the function with respect to both a and b. You should then end up with 2 equations with a and b in both of them. Then you go on to use Cramer’s rule with both of these equations to solve for both a and b. Then as long as your b variable (the time variable moving along the line segment) is within 0 and 1 (the length of the line segment), plugging in these a and b values to the original distance equation for a capsule will give you the minimum distance between a ray and a capsule. If the b variable is not minimized between 0 and 1 (the ray gets closest to the capsule at either of the end points of the capsule) then you would calculate the minimum distance the ray gets to that start point or end point of the capsule (whichever point is closest to the ray, the b value which one you are closer to). I did this by placing a sphere at each end of the capsule and calculating the collideswith() function on that sphere.

![](data:image/png;base64,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)

Figure 2 The 5 pillars above are all capsules that are directly in front of you and extent themselves away from you. Meaning: Assuming that you are looking in the x direction, the capsules do not travel at all in the y-z plane, they are only traveling away from you in the x plane. This image provides depth if you realize what it is. It is the equivalent to standing 5 pillars up on the ground in this fashion and looking down on those pillars. The center pillar looks like a circle because you are looking at it head on, but the other pillars you can see depth with because they get smaller as they travel away from you and larger as they travel towards you.
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Figure 3: Falling through spirals

# Outcomes

I have to say, working on this project became addicting. You feel like the cool kid on the block when you realize that you just rendered 3d objects using nothing but things you learned in your calculus class. I’m actually very happy with 3 different aspects of this project:

1. The way I was able to engineer the software was perfectly correct; The Sphere and Capsule class are actually just derived from the Abstract Shape class. Using this, I was able to make a single array (vector) of shape pointers to both capsule and sphere objects. In the real world, this is how software engineering is really done. As a result of this design, programmers can add any kind of shape they want just as long as they overwrite the collideswith() and getColor() functions.
2. Figuring out how to draw 3d objects in an abstract 3d world that I create by just using a 2 dimensional screen. (Using calculus to find out if rays collide with objects, and more). I feel as though my math skills have improved as a result.
3. The cool graphics that I can create now!

One part of this project was to investigate the process through which a ray will collide with a cube, as done in the popular game of Minecraft, and other games. Chris Cunningham and I were unsuccessful at conjuring a way to develop the collideswith function for this type of object.

Source code for this project can be found at <https://github.com/ChristopherRSettles/RayTracingCalculus>

# Improvements

There are a few things that I wish to improve with this project, because obviously this isn’t a real game engine yet, but it has potential to be one.

Things to improve on:

* Speed
  + The computer has to do many calculations (For every pixel, it has to do a calculation for at least the number of objects in the world). When you start increasing the number of objects in the 3d world, the computer renders these objects must slower. Traditionally, this problem is resolved by sending the calculations that need to be ran to the graphics card and allowing the graphics card to do these types of calculations. So instead of the processor doing these calculations one after another, the graphics card can likely do all the calculations at the same time and it should be exponentially faster.
* Direction
  + Program it so that the user can look in whatever direction he/she wants to. Currently it is set up so the user can only look at things that are only in the –x direction. This type of math would involve the user of “quaternions" which are like a bigger badder version of complex numbers (a + bi + cj +dk instead of just a + bi)
* Lighting
  + Investigate the difficulty of having light sources added to the mix and if not so difficult then program it.
* Objects in front of each other
  + Ned to come up with logic that could tell you if one object is in front of another.
* Adjust field of view
* Have the canvas be somewhere other than the command prompt.
  + This one probably also ties in with switching it to the graphics card.